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**CMP256 – GUI Design and Programming**

**Lab 3 - Classes**

***Objectives***

* Defining classes
* Creating *objects (instances)* of classes
* Understanding *member variables* and *member methods*
* Understanding *class variables* and *class methods*
* Understanding *“has-a”(*composition or aggregation) and *“uses-a”* (dependency) relationships between classes

***Exercise 1***

A *complex* number is a number that can be expressed in the form *a* + *bi*, where *a* and *b* are real numbers and *i* is the imaginary unit, which satisfies the equation *i*2 = −1.

*Equality of Complex Numbers:*

*a + bi == c + di* if and only if *a = c* AND *b* = *d*.

*Addition and Subtraction:*

*(a + bi) + (c + di) = (a + c) + (b + d) i*

*(a + bi) - (c + di) = (a - c) + (b - d) i*

Create a class*Complex*that represents a complex number and provide required *constructors* and *accessor and mutator*  methods. Provide the following additional methods also.

* *public void add( Complex cn)*, which adds the parameter to the instance.
* *public void subtract (Complex cn),* which subtracts the parameter from the instance.
* Override *toString()* so that it returns the string in the form *realPart + imaginaryPart i*
* Override *clone()*

Develop a main program to perform the following tasks.

* Creates an array of *complex* numbers. The *size* of the array and, *real* and *imaginary* values for each complex number must be entered by the user.
* Create a new array such that a *complex* number entered by the user is added to each *complex* number of the *original* array and result is stored in the *new* array in the respective location.
* Create a new array such that a complex number entered by the user is subtracted from each complex number of the original array and the result is stored in the *new* array in the respective location.
* Print all *complex* numbers of the *original* array and the *newly* created arrays.(After *addition* and *subtraction*)
  + Print the total number of instances of the *Complex* class created.

***/\****

***\* To change this license header, choose License Headers in Project Properties.***

***\* To change this template file, choose Tools | Templates***

***\* and open the template in the editor.***

***\*/***

***package q1;***

***import java.util.Scanner;***

***/\*\****

***\****

***\* @author g00061542***

***\*/***

***public class Complex {***

***/\*\****

***\* @param cn***

***\*/***

***private int a=1,b=1;***

***public void setA(int A){A=a;}***

***public void setB(int B){B=b;}***

***public int getA(){return a;}***

***public int getB(){return b;}***

***public void add(Complex cn)***

***{***

***this.a=cn.a+this.a;***

***this.b=cn.b+this.b;***

***}***

***public void subtract(Complex cn)***

***{***

***this.a=cn.a-this.a;***

***this.b=cn.b-this.b;***

***}***

***@Override***

***public String toString()***

***{***

***return (Integer.toString(this.a)+"+"+Integer.toString(this.b)+"i");***

***}***

***/\*\****

***\****

***\* @return***

***\* @throws CloneNotSupportedException***

***\*/***

***@Override***

***public Complex clone() throws CloneNotSupportedException***

***{***

***Complex clones=new Complex();***

***clones.a=this.a;***

***clones.b=this.b;***

***return (clones);***

***}***

***public static void main(String[] args) {***

***// TODO code application logic here***

***Scanner in=new Scanner(System.in);***

***System.out.println("Please enter size of the array:");***

***int size=in.nextInt();***

***Complex arr[]=new Complex[size];***

***for(int i=0;i<size;i++)***

***{***

***arr[i]=new Complex();***

***System.out.println("a = ");***

***arr[i].setA(in.nextInt());***

***System.out.println("b = ");***

***arr[i].setB(in.nextInt());***

***}***

***Complex arrAdd[]=new Complex[size];***

***System.out.println("Please enter the values you want to add : ");***

***for(int i=0;i<size;i++)***

***{***

***arrAdd[i]=new Complex();***

***System.out.println("a = ");***

***arrAdd[i].setA(in.nextInt());***

***System.out.println("b = ");***

***arrAdd[i].setB(in.nextInt());***

***arrAdd[i].add(arr[i]);***

***}***

***Complex arrSub[]=new Complex[size];***

***System.out.println("Please enter the values you want to Subtract : ");***

***for(int i=0;i<size;i++)***

***{***

***arrSub[i]=new Complex();***

***System.out.println("a = ");***

***arrSub[i].setA(in.nextInt());***

***System.out.println("b = ");***

***arrSub[i].setB(in.nextInt());***

***arrSub[i].subtract(arr[i]);***

***}***

***System.out.println("Complex numbers : ");***

***for(int i=0;i<size;i++)***

***{***

***System.out.println(arr[i]);***

***}***

***System.out.println("Addition :");***

***for(int i=0;i<size;i++)***

***{***

***System.out.println(arrAdd[i]);***

***}***

***System.out.println("Subtraction : ");***

***for(int i=0;i<size;i++)***

***{***

***System.out.println(arrSub[i]);***

***}***

***}***

***}***

![](data:image/png;base64,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)

***Exercise 2***

Create a class by name *ComplexArray* that contains an array of instances (objects) of the class *Complex.* The *ComplexArray* class must be provided with suitable constructors to set the size of the array and initialize each array element with a *complex* number that has real and imaginary value generated randomly between any values from 0 – 9 (both inclusive).

Support the *ComplexArray* class with the various methods listed below.

* + *public Complex(int array\_size)//* Constructor that creates an array of Complex numbers of size *array\_size.* Each complex number in the array has *real* and *imaginary* value that is randomly generated.
  + *public* *Complex* *getComplex(int loc) //*returns a complex number at location *loc.*
  + *public* *void setComplex(int loc, Complex cn ) //*sets the complex number to *cn* at location *loc.*
  + Override *toString()* to return the string that has all the complex numbers present in the array in the form *[ a + bi, c + di, e + fi,   . . .   , y + zi ]*
  + *publ*ic *void add (ComplexArray ca),* which adds each complex number present in the array contained in argument (ca) to each complex number of the array contained in the instance that invokes this method. If the size of the array contained in the argument is not equal to the size of the array contained in the instance that invokes this method then an exception must be thrown without performing addition.
  + *public* *void subtract (ComplexArray ca),* which subtracts each complex number present in the array contained in the argument *(ca)* from each complex number of the array contained in the instance that invokes this method. If the size of the array contained in the argument is not equal to the size of the array contained in the instance that invokes this method then an exception must be thrown without performing subtraction.
  + Override *clone()*
  + Develop a *Test* class that has the *main* program to test various methods mentioned above.
  + State the relationship involved between the classes  *ComplexArray* and *Complex.*

***Exercise 3***

A teacher creates a *quiz* which consists of a number of questions for performing *addition, subtraction and multiplication* on *complex* numbers. Every quiz question must be one of the following questions, where *a* and *b* are *real* and *imaginary* part of the complex number generated randomly.

1. *Add* the complex number *a + bi* to each element of the *complex* array
2. *Subtract* the complex number *a + bi from* each element of the *complex* array
3. *Multiply* each element of the complex array by the *complex* number *a+ bi*

Use the *Complex* class developed in *Exercise 1* and the *ComplexArray* class developed in *Exercise 2* for creating the quiz. Develop additional classes such as *QuizQuestion* ( it must be possible to *add* question or *remove* a question), and *Quiz* for the test itself, that uses both *ComplexArray* and *QuizQuestion* classes, and has required methods to set the quiz and print quiz date. Test the classes developed by creating the *quiz* in the following format:

***Note:*** The Quiz class must use (*has-a relationship*) *LocalDate* and *DateTimeFormatter* Classes. The quiz date must be the current date on which the quiz is generated.

Quiz date: 14.03.2017

Consider the following complex array:

5+9i

3+7i

2+1i

4+4i

1+3i

Question:

Add the complex number 5 + 6i to all the elements of the complex array

Answer:

Make sure to draw a UML diagram that describes the relationships between *Quiz, QuizQuestion, ComplexArray and Complex* classes. You can use *Rational Rose Enterprise Edition* (@Computer Science and Engineering) or any open source application or online tool, such as <https://drive.draw.io/>.

*Hand in:* Solution code and sample input/output

*Due Date:* At the beginning of the next lab.

*Grading policy*: Mentioned in the course outline posted on ilearn.